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INTRODUCTION

In recent years, we observe a significant expansion of data analytics driven by such factors as very low cost of data acquisition, storage and processing. To make business decisions, users have to carry out complex analysis which is fed by data. Data is fuel and prerequisite for any kind of analysis starting from simple charts and ending with complex data mining processes. However, data analysis is getting more and more difficult with the explosion of data volume and the variety of data sources which differ in their underlying data models, representation formats and conventions.

In order to represent and analyze data from different data sources a unified model is needed. One such model, called the concept-oriented model (COM), is described in this article. COM (2009a) is a general purpose unified data model aimed at describing many existing views and patterns of thoughts currently used in data modeling. As a unified model, its main goal is to significantly decrease differences and incongruities between various approaches to data modeling such as transactional, analytical (Savinov, 2011b), multidimensional (Savinov, 2005a), object-oriented (Savinov, 2011a), conceptual and semantic (Savinov, 2012c). The motivation behind COM and its practical benefits are similar to those for the Business Intelligence Semantic Model (BISM) (Russo, Ferrari, & Webb, 2012) introduced in Microsoft SQL Server 2012. Like BISM, COM also aims at creating a unified model for all user experiences by significantly simplifying typical analysis tasks and facilitating self-service analytics.

The creation of this model was motivated by the following problems which are difficult to solve within traditional approaches:

- **Domain-Specific Identities**: Identification in most existing models is based on two approaches: primitive references like oids or surrogates, and identifying properties like primary keys. These approaches do not provide a mechanism for defining strong domain-specific identities with arbitrary structure, and the focus in existing models is made on describing entities. The goal of COM is to make identities and entities equal elements of the model both having some structure.

- **Hierarchical Address Spaces**: Most models focus on describing properties of elements without providing containment relation as a basic construct. A typical solution consists in modeling spaces and containment like any other domain-specific relationship. The goal of COM is to model containment as a core notion of the model by assuming that elements cannot exist outside of any space, domain or context.

- **Multidimensionality**: There exist numerous approaches to multidimensional modeling which are intended for analytical processing. The problem is that analytical and transactional models rely on different assumptions and techniques. The goal of COM in this context is to rethink dimensions as a first-class construct of the data model which plays a primary role for describing both transactional and analytical aspects.

- **Semantics**: Existing models represent data semantics separately from data itself. Normally semantics is supported at the level of conceptual model or using some semantic model. Logical data models have
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rather limited possibilities for representing semantic relationships and it is a strong limiting factor for the effective use of data. The goal of COM here is to make semantics integral part of the logical data model so that the database can be directly used for reasoning about data.

To solve these problems, COM introduces three main structural principles which distinguish it from other data models and naturally account for various typical data modeling issues:

- **Duality Principle**: Answers the question *how* elements exist by assuming that any data element is composed of two parts: one identity and one entity (also called reference and object, respectively). Thus an element is defined as an identity-entity couple.

- **Inclusion Principle**: Answers the question *where* elements exist by postulating that any element is included in some domain (also called scope or context). Thus all elements exist in a hierarchy.

- **Order Principle**: Answers the question what an element *is*, that is, how it is defined and what is its meaning by assuming that all elements are partially ordered. Thus any element has a number of greater and lesser elements which define its semantics.

Syntactically, COM is described by the concept-oriented query language (COQL) (Savinov, 2011b). This language reflects the principles of COM by introducing a novel data modeling construct, called *concept* (hence the name of the approach), and two relations among concepts, *inclusion* and *partial order*. Concepts generalize conventional classes and are used for describing domain-specific identities. Inclusion relation generalized inheritance and is used to describe hierarchical address spaces. Partial order relation among concepts is intended to represent data semantics and is used for complex analytical tasks and reasoning about data.

Formally, COM relies on the notion of nested partially ordered sets (nested posets). Nested poset is a novel formal construct that can be viewed either as a nested set with partial order relation established on its elements or as a conventional poset where elements can themselves be posets. An element of a nested poset is defined as a couple consisting of one identity tuple and one entity tuple.

**BACKGROUND**

As a unified model, COM is able to describe many wide-spread mechanisms and data modeling patterns existing in other model.

The support for hierarchies in COM makes it very similar to the classical hierarchical data model (HDM) (Tsichritzis & Lochovsky, 1976) and therefore COM can be viewed as a reincarnation of the hierarchical model using new principles. In both models data exist within a hierarchy where any element has a unique position. The main difference of COM is that it proposes to use domain-specific identities as hierarchical addresses. Another difference is that inclusion relation is simultaneously used to model inheritance as it is done in object data models.

Hierarchies in COM make it similar to object data models (Dittrich, 1986; Bancilhon, 1996). The difference is that inclusion relation in COM generalizes inheritance and is used to model both containment and inheritance (reuse). The assumption that inheritance is a particular case of containment is one of the major contributions of the concept-oriented approach. From this point of view, containment in the hierarchical model and inheritance in object models are particular cases of inclusion relation in COM. The treatment of inclusion in COM is very similar to how inheritance is implemented in prototype-based programming (Lieberman, 1986; Stein, 1987; Chambers, Ungar, Chang, & Hölzle, 1991) because in both approaches parent elements are shared parts of children.