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INTRODUCTION

In the last years, virtual community systems (VCS) (Bublitz, Barbosa, & Costa, 2004) have been used as one of the main mechanisms for communication and collaboration among people throughout the world—the people whom use this kind of system compose the so-called virtual community. Several systems providing different features and tools such as forums, e-mails, and videoconference, among others, represent a revolution in the way that people interact with others.

Depending on the kind of virtual organization and on the role played by a VCS in such an organization, system reliability becomes essential. For example, enterprise organizations can use a VCS as the main environment for exchanging experiences, discussing projects, and evaluating proposals. Such information managed by the virtual community system is very important and essential for the enterprise sustainability and progress.

Due to the importance of the information stored by these systems, an error can cause time and money to be lost. Errors can be introduced during the implementation phase or the system architecture design. It is known that as soon as errors are detected, fewer efforts are needed to correct them. Considering software engineering techniques, although developing software systems based on reusable components has been pointed as suitable for achieving flexibility, maintenance, and evolution (McInnis, 1999), it does not assure security and trustworthiness.

To solve this problem, formal modeling and verification techniques and tools have been used in large scale in the context of software engineering. As it was said in Parnas (1996), “Professional engineers are expected to use discipline, science, and mathematics to assure that their products are reliable and robust.” Different from testing techniques, formal verification guarantees that the specification of a system is correct for all possible behavior, making the system more reliable.

In this article, we describe the application of a component-based framework named COMPOR-CPN (Almeida et al., 2005) to the formal modeling and verification of virtual community systems. This framework is a Petri Net (Murata, 1989) modeling of the COMPOR component model specification (CMS) (Almeida et al., 2006), and makes easier the activities related to the modeling and verification of VMCs by using a component-based approach. In fact, to be more precisely, it is a Coloured Petri Net (CPN) (Jensen, 1992, 1997) modeling of CMS.

The remainder of this article is organized as follows. In the background section, a brief and informal introduction to CPN is presented. In the COMPOR-CPN section, the framework COMPOR-CPN is introduced. The modeling and verification of the virtual...
community system is shown in the virtual community system modeling and verification section. Finally, in the conclusion and future trends section, some future trends are discussed as well as final remarks.

BACKGROUND

Coloured Petri Nets (CPN) (Jensen 1992, 1997) are a formal method with a mathematical base and a graphical notation for the specification and analysis of systems with characteristics such as concurrent, parallel, distributed, asynchronous, timed, among others. For the mathematical definition, the reader can refer to Jensen (1992, 1997). The graphical notation is a bipartite graph with places represented as ellipses, and transitions represented as rectangles. Transitions represent actions and the marking of the places represent the state of the model. A marking of a place at a given moment are the tokens present at that place. A token can be a complex data type in CPN/ML language (Christensen & Haagh, 1996). Each place has an associated color set that represents the kind of tokens the place can have. Transitions can have guards and code associated to it. Guards are boolean expression that must be true for the transition to fire. Code can be a function that is executed every time the transition fires. Arcs go from places to transitions and from transitions to places and never from transition to transition or place to place, and can have complicated expressions and function calls associated to it.

For a transition to fire, it is necessary that all input places, that is, places that have arcs that go from the place to the transition, have the number of tokens greater than or equal to the weight of the arc, \( w(p,t) \), and the guard of the transition must be true. When these characteristics hold the transition, is said to be enabled to fire. An enabled transition can fire at any time and not necessarily immediately. Once a transition fires, it removes \( w(pi,t) \) from each input place \( pi \), and the output places, that is, places that have arcs from the transition to the place, receive tokens according to the arc expression from the transition to the place: \( w(t,p) \). This expression is evaluated to an integer number that is the weight of the arc.

A CPN model can also have a hierarchy (CPN Hierarchy, 2007). Two mechanisms, substitution transitions and fusion places, can be used to structure the model in a more organized way. Substitution transitions are transitions that represent another CPN model called page. The page where the transition is placed is called super-page and the page represented by the transition is called sub-page (Figure 1). In the sub-page, there are places that can be input, output, or input/output places. These places are associated to input and output places of the transition in the super-page called sockets. Fusion places are places that are physically different but always have the same marking. A change in the marking

Figure 1. HCPN model