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ABSTRACT
This article introduces a service that helps provide context and an explanation for the outlier score given to any network flow record selected by the analyst. The authors propose a service architecture for the delivery of contextual information related to network flow records. The service constructs a set of contexts for the record using features including the host addresses, the application in use and the time of the event. For each context the service will find the nearest neighbors of the record, analyze the feature distributions and run the set through an ensemble of unsupervised outlier detection algorithms. By viewing the records in shifting perspectives one can get a better understanding as to which ways the record can be considered an anomaly. To take advantage of the power of visualizations the authors demonstrate an example implementation of the proposed service architecture using a linked visualization dashboard that can be used to compare the outputs.
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INTRODUCTION
Monitoring network flows (NetFlows) is an essential part of securing networks. This has become increasingly difficult as the amount of traffic being generated has outgrown the ability to effectively analyze them (Cisco Systems, 2018). In addition to the increasing scale, network data is coming in at faster rates and there is a larger variety of data sources to deal with (Habeeb et al., 2019). With such a large influx of information, analysts are not able to identify threats in a timely manner leading to exploits persisting on networks and only discovered once damage has already been done (Secureworks, 2018). This places an increasing importance on more automated methods such as network intrusion detection systems (NIDS). Existing work on NIDS can be placed into two main categories: signature based, and anomaly based. Signature detection is based on existing attack knowledge using specific criterion for threat detection (Fernandes, Rodrigues, Carvalho, Al-Muhtadi, & Proença, 2019). Anomaly detection establishes baselines and looks for activity that appear as outliers. With the scale of modern big data, security analysts are facing difficulties in reviewing all of the network flows determined as threats by the NIDS (Cisco Systems, 2018).
Compared to finding anomalies in other applications, the analysis of network security data adds additional challenges. There is a wide range of contexts that will influence whether something is anomalous and if it is anomalous, whether or not it is due to malicious activity. For example, the specific user, their role in the organization, the device in use, the application being used or even the time of day are important considerations for analyzing an outlier. With the increased accessibility and reduced cost of computing power in recent years, machine learning (ML) has increasingly become a tool used to address these challenges (Buczak & Guven, 2016).

Over time, these ML techniques have become very complex to the point where only experts of the system can understand how the system works. It is important to have a clear explanation as to how a certain anomaly rating was generated with more context than just an outlier score as output. Without a proper understanding of the underlying properties used to produce the output it is difficult for an analyst to translate the resulting outlier scores into information that can be acted upon. This is challenging as advanced ML algorithms such as deep learning act as a black box that provide little to no justification as to the results of the classifier (Wang & Siau, 2019).

Most research in machine learning for cybersecurity has been done using supervised learning in which labels are included in the data that identify attacks within the dataset (Buczak & Guven, 2016). While supervised approaches reduce the number of false positives, the dependence on labels is a large limitation (Sommer & Paxson, 2010). As the threats facing networks change very fast, even new datasets become irrelevant quickly as adversaries adjust strategies to avoid detection. Developing labeled datasets can also be very expensive and time consuming and is not very scalable. Training machine learning models without labels in an unsupervised setting can remove these limitations; however, they bring their own set of challenges. One of the largest challenges is the validation of the system (Sommer & Paxson, 2010). By building ML models without labels there is no direct method to assess the accuracy. Not only does this make comparing ML models and choosing the best one very difficult, without an effective validation method, building an easy to understand model is even more difficult.

Network security specialists have extensive background knowledge in protecting networks and a general sense of normal network conditions. This makes them suitable candidates for managing an Intrusion Detection System (IDS) although they may not have the experience needed to setup the ML aspects. There are many steps involved in the data science pipeline including data preprocessing, feature engineering, model selection and tuning model hyper parameters (Zimek et al., 2014). While experienced data scientists may be comfortable configuring these options, many security experts do not have the prerequisite skills (Sacha et al., 2017). One option to integrate the ML components is to employ data scientists to help develop the IDS. However, if the security experts using the system had limited involvement in its development then they may have trouble interpreting the ML results. One needs to abstract the details of the ML operation without losing the ability to extract actionable intelligence from the results. Pure automation would remove the analyst and produce non-optimal results, while depending on the analyst to develop the system would be very difficult and time consuming. It is crucial to balance between abstracting the ML operations behind the scenes and being able to interpret the results.

Whenever a record has been identified as anomalous by a NIDS there is the challenge of determining whether this activity is malicious and how to translate this into something actionable that a network operator can respond to. To help reduce the complexity and time needed to handle a response, it is helpful to have the system provide extra context with an alert. This context can come from baseline data provided alongside the alert to enable exploratory data analysis. This additional context for each alert can allow for better threat intelligence. Instead of relying completely on the analyst to find anomalies or using a ML classifier without context, the authors propose a service architecture that will combine both approaches to take advantage of the scale of ML with the expertise of a human analyst.

The proposed service helps provide context and an explanation for the outlier score given to any network flow record selected by the analyst. The service constructs a set of contexts for the record using
features including the host addresses, the application in use and the time of the event. For each context the service will find the nearest neighbors of the record, analyze the feature distributions and run the set through an ensemble of unsupervised outlier detection algorithms. By viewing the records in shifting perspectives one can get a better understanding as to which ways the record can be considered an anomaly.

In addition to providing more context, another way of increasing an analyst’s understanding of a ML system is through the use of visualizations. Used as a tool for exploratory data analysis, visualizations can help one better understand and compare the various machine learning approaches in use for improved situational awareness. This situational awareness can help analysts more effectively review alerts and handle false positives by encouraging exploratory data analysis that can help an analyst observe patterns in the data and discover patterns that they do not yet know to look for (Shiravi et al., 2012). This will not only help build better outlier ensembles but also understand anomalies.

To take advantage of the power of visualizations the authors demonstrate an example implementation of the proposed service architecture using a linked visualization dashboard that can be used to compare the outputs. This will provide the opportunity for exploratory data analysis to aid with the interpretation of the network flow records. By providing extra context to individual alerts, analysts can improve on the speed at which they can review network threats. In summary, the contribution of this paper includes:

1. A service architecture for the delivery of contextual information related to network flow records.
2. An example implementation of the service in the form of a web dashboard that provides interactive views to help explore the generated results.

RELATED WORK

Network Security

IT security data has specific characteristics that make the visualization and analysis of this data different than regular business analytics. Factors such as the relationship between source/destination IP addresses and ports makes analyzing this data more challenging as there are often many correlated data elements. These dependencies are an important consideration when combining data such as packet capture and Intrusion Detection System (IDS) alerts. Additionally, time plays a very important role in the data. Another popular domain for identifying anomalous behavior besides network security is financial fraud. Other works have developed systems that have been used to extract logs from different database systems and analyzed them with rulesets to find outliers representing suspicious transactions (Khanuja & Adane, 2018). The service proposed in this work is similar in that it identifies anomalous activity, but this service uses dimension reduction visualizations to generalize unintuitive network features into clearly separable regions in the feature space.

Designing an analysis tool for cybersecurity data presents many challenges such as the volume and variety of data, the complexity of network security data, providing meaningful context to data and ease of navigation. All of these challenges prevent the widespread adoption for analyzing IT security data and need to be carefully considered when designing any tool. The complexity of information systems plays a large role in the challenge of network security data. Related work has built a framework for managing this complexity within information systems (Kaul et al., 2017). The authors present a framework which provides guidance on how to address complexity within the design of information systems. This work builds on these ideas by incorporating dimension reduction visualizations into the service to help mitigate the effects of overwhelming complexity. When using network security tools, not all of the relevant information can be displayed at once. Dealing with big data means that some details are going to be lost when summarizing and aggregating the data for the purposes of analysis. This makes deeper inspection of data difficult. They need to be able to provide meaningful representations of large-scale data at a high level overview while providing details on demand without losing much information.
Cybersecurity data can come from many different sources such as hosts, applications, security appliances and networking devices. These sources may have linked commonalities between them such as matching source and destination IP addresses, ports, protocols or timestamps. These relations may exist between the various data sources such as netflows and IDS alerts. It is important to ensure that information is displayed in ways that clearly illustrate these connections. In addition to the number of sources they will have varying formats, and some will have timestamps associated with them while others will not. Linking the various logs such as netflows with security alerts in a clear way across time is an important function for a tool to have (Best, Endert, & Kidwell, 2014). This is especially true for complex attacks such as advanced persistent threats (APT) that oftentimes only exhibit malicious behavior after a period of time and over periodic intervals. Studies on post deployment changes to IT systems have found that even in the case of using software that is custom developed, the software often suffers from misuse and a mismatch between the intended use case and the abilities of the tool (Kang, 2007). It is for this reason that we emphasize the use of integrating a visual analytics dashboard into the service to enable continuous post-deployment communication between the anomaly detection responders and management.

**Machine Learning**

**Ensembles**

Due to the challenges and limitations of supervised machine learning, more research is needed in understanding unsupervised machine learning models. To help avoid model overfitting one can combine several models into an ensemble (Aggarwal & Sathe, 2017). These techniques aim to cancel out the variance in results by combining different machine learning models. There are two main categories of techniques used to improve accuracy with ensembles (Aggarwal & Sathe, 2017). The first set of approaches aims to reduce the bias of the result such as using a sequential set of models in a boosting method. However, without a labeled dataset to validate with this is very difficult and so is seldom used in unsupervised work. The second approach is variance reduction techniques that aim to cancel out the variance in results by combining different machine learning models. This work is in the unsupervised domain and so variance reduction is the approach being focused on. There are many different ways to combine models into an ensemble. Approaches using the same base model include feature subspaces (Keller, Muller & Bohm, 2012), data subsampling (Zimek et al., 2013), and using different model parameters (Schubert et al., 2014). A different category of approaches uses different machine learning types and combines them into a unified score (Nguyen et al., 2010). A recent example of work combining heterogeneous models developed a system that combines matrix decomposition, a replicator neural network and a density-based approach (Veeramachaneni et al., 2016). The service proposed in this work is similar in that it combines heterogeneous models with the added contribution of developing a visualization dashboard to better interpret results.

While ensembles have the potential to be a more versatile solution, the complexity of any system using them is greatly increased. Additionally, ensembles work best when there is a wide variety of models included as a group of very similar models will produce results with a high bias. This means it is imperative that there is a way of assessing the diversity of the models. Other challenges include the best way to normalize and combine the scores of each machine learning model that is a component of the ensemble (Kriegel et al., 2011). Without labeled data assessing these tradeoffs, it is very challenging to accomplish and an important reason for research on unsupervised outlier ensembles receiving less attention until recently (Zimek et al., 2014). Due to the growing importance of unsupervised learning approaches, this work focuses entirely on producing meaningful explanations without any required labeling. While producing labeled data for supervised learning is time consuming some frameworks have been proposed that can reduce this time by querying analysts for labels that will best improve the system (Beaugnon et al., 2017). With some labeled data available some works have devised frameworks combining both supervised and unsupervised approaches (Micenková et
al., 2014) and incorporated a human in the loop system to iteratively improve the models as labels become available (Veeramachaneni et al., 2016).

The author’s novel contribution in this work is the ability to provide more context to the alerts. Instead of only receiving an outlier score, the service provides more context such as specific attribute subsets that were anomalous. This contextual score combined with visual analytics shows the local context of surrounding records and encourages exploration of the relationships of various network flows. This is essential as the cost of errors for machine learning in network security has a lot of more serious consequences compared to other application domains (Sommer & Paxson, 2010). This context can come from baseline data provided alongside the alert to enable exploratory data analysis. This additional context for each alert can allow for better threat intelligence. The proposed service helps provide context and an explanation for the outlier score given to any network flow selected by the analyst.

**Interpretability Challenges**

There exist many works on using visual analytics to interact with ML systems (Endert et al., 2017). One of the largest challenges visual analytics aims to address is the interpretation of complex classifiers. Approaches include ways to approximate decision criteria (Ribeiro et al., 2016) and evaluate differences in class assignments (Ren et al., 2017). Examples particular to ensembles includes a linked visualization dashboard that displays various metrics in a scatterplot that graphs each machine learning model (Schneider et al., 2017) and a visualization tool that shows each component decision trees of a random forest for malware detection (Angelini et al., 2017). However most existing works have been done in a semi or completely supervised setting by using record labels as a means of assessing model performances. Visual analytics systems can help users understand machine learning classifier sand improve classifier performance through methods such as explanatory debugging (Kulesza et al., 2015). Trying to troubleshoot the reasons for a lack of model robustness is complicated because of poor model interpretability. Modern machine learning algorithms essentially act as a black box with seemingly random reasoning as to the decision of the model (Wang & Siau, 2019). For this reason, it can be hard to determine how a change to the input will influence the output. Recently there has been a focus on creating methods of better explaining machine learning systems (Mittelstadt et al., 2019).

When dealing with black box models there are two categories of approaches that can be used to provide interpretability: model specific and model agnostic. Model specific methods only work for a specific type of machine learning model. For example, a visualization of the trees in a random forest (Angelini et al., 2017) or the hidden layers of a neural network (Strobelt et al., 2017) are approaches that can only work for those specific model types. Model agnostic approaches can be applied to any machine learning model. They treat the classifier as a black box and only require an output score from the model to operate. The approach used in this work is model-agnostic to allow for greater applicability of the framework. Interpretability for a model can also be defined as a global or local process. A global explanation provides details of how the system works as a high-level description to generate all of the results. Local scope explanations provide the context about a decision relating to specific subsets or individual instances of the dataset such as LIME (Ribeiro et al., 2016). The service proposed in this work provides local explanations to provide context specific to certain network flow feature subsets. It provides explanations to NIDS using unsupervised learning where no labels are available.

**Cybersecurity Visualizations**

For visualization tools to be effective, they must provide the user with details on the visualization. Having to simply trust that the visualization works can be a problem. When providing overviews of data by aggregating, the details are lost. When this is done, security analysts often feel that they are losing valuable information in the details. For this reason, analysts often distrust visualizations
because they cannot verify exactly how or why the data is represented the way it is (Fink et al., 2009). This is why visualizations need to be able to extract the details from the data while still being clear and consistent. For analysts to trust the visualizations, they need to be able to verify the source of their visuals. An effective program should provide a means of providing explanations to what patterns are being displayed. Compared with command line tools that can pipe data to other applications, visualizations are usually standalone programs (Fernandes et al., 2019). When visualizations support only a specific data format, it is difficult to work with these programs in conjunction with other analytic tools. A visualization tool that can integrate data from both a variety of sources and of differing formats offers greater flexibility in the range of scenarios it could be used for.

Visual analytics involves the combination of interactive visualizations with machine learning to build systems that enable better understanding of data (Keim et al., 2008). Network analysis is a type of analytical problem that can effectively make use of automatic analysis in addition to visualization, making it a great candidate for visual analytics (Keim et al., 2010). To support exploratory data analysis, visualizations can be used to offer increased data density and present large amounts of data in a summarized form (Shiravi et al., 2012). There has been extensive research in the area of visualization for anomaly detection and situational awareness (Shiravi et al., 2012). Even though the use of visualization has been shown to be beneficial for network security data (Goodall, 2009), very few analysts use such tools. Reasons for this lack of adoption include limited interoperability with other tools and having a very limited scope of application. Most visualizations only support a specific data type and/or attack (Best et al., 2014). In order to mitigate some of these adoption issues, the proposed service is designed to be flexible and work with any existing network flows that can also include extra crafted features.

Typically, obtaining a better understanding of the network can help ensure understanding of the overall trends of the network and obtain better situational awareness. With this better situational awareness, the false positives can be more easily spotted. This can be done using exploratory data analysis that can observe the statistical properties of the data to find overall trends to help spot anomalies (Collins & Collins, 2014). Visualization tools can be a great way to perform exploratory data analysis. They can help the analysis by offering increased data density and allowing analysts to get high level results for decision making by presenting large amounts of data in summarized form (Zhang et al., 2017). Visualizations can be a great way of representing a large amount of data using less space than text-based analysis. They also allow for more open-ended investigations by using techniques such as exploratory data analysis that enables users to examine the data and find trends they do not yet know to look for. Exploring the data visually has been shown to increase the effectiveness of network security data analysis (Goodall, 2009).

Most of an analyst’s time is spent responding to incidents which usually have priority over exploring data for new attacks (Franklin et al., 2017). When analysts use exploratory data analysis, they can both respond to current alerts as well as answer hypothesis about the broader set at the same time. Linked visualization dashboards have been used for network security analysis that encourage users to discover patterns in the data (Zhang et al., 2014). Approaches such as this focus on offering useful visuals to help analysts gain situational awareness but do not offer any backend support for detection of trends. They provide interactive visualizations with the expectation that users perform the exploratory data analysis on their own. Other types of cybersecurity visualizations are instead centered on alert visualization and act as an interface to interpret classifier alerts. The proposed service in this work is similar to both in that it combines both approaches to build a tool allowing for alert visualization in combination with exploratory data analysis. The main distinction with the approach proposed in this work is the focus on comparing multiple machine learning explanations rather than a single alerting system to discover relationships between detection methods.
ARCHITECTURE OVERVIEW

To ensure that an IDS system is helpful, the analysts need to be confident in the results of the classifier. Since this confidence is hard to obtain when using advanced machine learning algorithms, an analyst will simply see a record sent in as input and an anomaly score or class assignment as an output. The internal operations and decision criteria responsible for the scoring are usually unknown to the analyst. The proposed service architecture is organized in a way that clearly describes how outlier scores are built.

Guidance, in the context of visual analytics can be defined as "a computer-assisted process that aims to actively resolve a knowledge gap encountered by analysts during an interactive visual analytics session." (Ceneda et al., 2017). The knowledge gaps the authors aim to solve is the interpretation of outlier scores. The dashboard is built around narrowing this gap by providing visualizations to support the analyst in interpreting the results of the service-oriented architecture.

Here the authors present an example implementation of the framework as a real time interactive dashboard with the benefit of being able to perform what-if analysis scenarios in real time. At any point, the analyst can filter the dataset and gather statistics about the different contexts in real time rather than constantly querying a database, allowing for quick interpretation of outlier scores. Using interactive visualizations, the analyst can quickly transition between the output of each record and determine under which contexts the core record can be considered an anomaly.

The system is a combination of Python and JavaScript that is connected using Flask. The web dashboard visualizations are done using D3.js and the website formatting uses the web templating library bootstrap so that the site should be responsive and work for both desktop and mobile. The server uses web sockets to provide real-time two-way communication between the python backend and the visualization dashboard. An overview of the architecture can be seen in Figure 1. This service architecture design was chosen to easily facilitate communications between the end client and the service provider. The analytics can be done on a central server that can deliver the results to a web browser on any device. The web browser enables an interactive visualization dashboard to present the results of the service to the user. The service interface translates user interactions into requests to the backend server that performs the network flow context services.

The architecture enables the delivery of the service as black box where the user does not need to know the underlying details of the machine learning algorithms applied as they are abstracted into the service. In this way the service can be model-agnostic where different machine learning algorithms can be applied. This allows for greater flexibility when using the tool as the user can swap algorithms as the need arises.

SERVICE DESCRIPTION

As seen in Figure 2 there are four main steps to the application flow. The first step involves the analyst selecting which records on which to perform the analysis. The next step generates the contexts for

Figure 1. Architecture diagram
the record according to several features. Then for each of the contexts several evaluation steps are performed including nearest neighbor, feature analysis and a set of outlier algorithms. Lastly, the results are returned to the analyst for review. The following sections explain each of these steps in detail.

**Record Selection**

The first step is for the analyst to select network flow records on which analysis needs to be performed. This service architecture is designed to be used after an existing NIDS technique has been applied to the network data. The service is performed on records on an individual scale meaning that each individual network flow selected has its own instance of the service performed. This means that only a small subset of records should be selected to be used for the service as choosing every record would be very costly both in terms of time and processing requirements.

An analyst would perform the analysis on records of the highest priority as defined by them. One suggested way of prioritizing is to use any existing outlier scores for the records as a starting point. Since the framework only uses the features inherent in the network data to generate the analysis, the outlier scores can come from any type of detection system. When outlier scores are provided alongside the records, the system can use these to suggest areas of interest to investigate. Methods include ranking the records with the highest outlier scores or if multiple scores are presented, it can suggest records with the highest spread between outlier scores. Once one or more records have been selected, the architecture executes a service instance for each record.

**Context Building**

For each selected record which will be referred to as the core record, a group of contexts is generated relating to this record. These contexts are formed by taking all records in the entire dataset that match certain features of the core record. These features are the source host, destination host, application and time. The first two contexts match the source and destination address of the network flows. Included in each of these contexts is all the records matching the source IP address and destination IP address respectively. These contexts help identify any irregularities from within the scope of each endpoint of the network connection. The application context is built by matching the destination port of the core record with the rest of the dataset. This means that this context contains all records with the same destination port as the core record. The time context is built using all timestamps from the same time interval as the core record; in this case, the default setting chosen is 1 minute. Lastly, there is by default a global context that includes all records in the dataset and is used to provide a broad overview of how the record matches the properties of the entire network.

An example of context building can be seen in Figure 3. The header row of the table displays the feature names and the second row has been outlined and contains the core record that has been selected to perform the service on. The core record has a source IP address of 59.166.0.0. This means that when building the source address context all rows matching this address are included. All matching records are depicted as being highlighted in the first column. The same operation is performed for the destination address of 149.171.126.6 with matching records highlighted in the second column. For the application context, the core record has a destination port address of 53 (used for translating...
domain names to IP addresses). Other ports could indicate activity such as web traffic or file transfers; however, since the core record is using port 53, we are only extracting all traffic relating to this specific port. All matching records for the context are highlighted in the third column. Lastly, the start time occurs at 11:50am and the 1-minute interval scope is any record within the same minute as seen highlighted in the fourth column.

It can be seen that some records share many features with the core record; this means they are placed in many of the contexts and therefore will have a greater influence on the outlier ranking of the core record. Other records that do not have any matching features will not be part of any contexts except for the default global context meaning their influence on the core record will be much less significant.

**Context Analysis**

Once the contexts have been made, the next step is the evaluation phase. For each of the contexts, three operations are performed: the nearest neighbors to the core record are identified, the feature distributions are analyzed, and an ensemble of unsupervised machine learning algorithms are used on the context.

**Nearest Neighbor**

Finding the nearest neighbors for a record means that the service is comparing the similarity of the core record with every other record in the context. By determining the relationship between all records with the core record, the service can quickly find any records that are quite similar or even nearly identical to the core record. If such cases exist, the analyst can handle these instances at the same time as the core record, as the appropriate response would likely be the same with such similar records. With the calculation of the nearest neighbors, the analyst has the opportunity to address all these points as a group decision, saving time to respond to more unique events.

In instances where the number of features present in the dataset is high, the service will first perform dimension reduction prior to calculating distances between points. This is due to the curse of dimensionality where records in high dimensions are all far away from one another. The analysis as an output provides a ranked list of record indexes and their distance from the core record. The records are sorted by distance with a smaller distance indicating a closer relationship to the core record with a smallest possible value of 0. An example output can be seen below with a unique identification number of each record as the key and the distance to the core record as the value. The first entry with the index of “3203” is the closest record with a distance of 0.0392.
Feature Distributions
The feature analysis operation involves measuring the distributions of the features for each context. The comparison is done using all the features of the dataset to get a general overview as to how the core record relates to the rest of the records in the context. Statistics including the minimum, average, maximum and standard deviation are done for each feature in the dataset. These statistics are then compared to the core record to identify any significant deviations from the overall average for the context. To reduce the number of features analyzed, techniques including recursive feature elimination and dimension reduction can be performed.

An example output for one feature of a context follows. The context and feature are identified as well as the minimum, average and maximum for the context as well as the value the core record has for this feature and lastly the number of standard deviations the value is from the mean. In this case, the number of bytes sent in the connection is being analyzed within the context of the source host.

```
{
    "feature": "sBytes",
    "context": "source_ip",
    "mean": 21.0125,
    "max": 10200.0,
    "min": 1.0,
    "record_value": 92,
    "record_std": 0.3332,
}
```

Outlier Ensemble
The last analysis phase is to run the context through an ensemble of outlier detection algorithms. This is a collection of various unsupervised machine-learning algorithms that are being used to detect outliers within the dataset. Each algorithm outputs an outlier score for each record that indicates the degree to which each point is considered anomalous. The machine learning algorithms included in the ensemble are an isolation forest, Local Outlier Factor (LOF) and HDBSCAN.

The isolation forest works by selecting a feature at random and then splitting the dataset by that feature at a random value. These splits form a tree structure that is then traversed to find the depth that is required for a point to be separated from the rest of the dataset. The path length that is averaged over a forest of many trees is used to generate the outlier score. Anomalous points tend to be separated faster meaning that shorter paths generate a higher outlier score.

Local Outlier Factor is an algorithm that detects outliers by comparing each record to its neighbors and is focused on the concept of local density. The local density is measured as the average distance to the nearest neighbors of the point. With this local approach LOF can find outliers in local subsets of the data that may not be considered anomalous in another subset due to the relative densities of its neighbors in the area.
HDBSCAN is a hierarchical clustering algorithm based off DBSCAN. An advantage of this algorithm over simpler methods such as K-means is the ability to form arbitrary cluster shapes as well as deal with noise by having some points not placed in any cluster. This algorithm supports the GLOSH outlier detection algorithm that operates in a similar manner to LOF and is used to generate outlier scores from the resulting clustering.

For each context, each of these outlier detection algorithms is ran. The context and algorithm tested are stored as well as the average outlier score for the context, the score of the core record and the difference between these scores. Below is an example output for one model in one of the contexts. This is one of the results for the source IP address context, in this instance the isolation forest algorithm. The outlier scores have a range between 0 representing an entirely normal record and 1 indicating a completely anomalous record. Here the average score for all records in the context is a score of 0.1352, the record has a score of 0.0101 with the record have a score 0.125 below the average indicating it is less anomalous than the average record.

```
{
  "context": "source_ip",
  "model": "isolation_forest",
  "average_score": 0.1352,
  "record_score": 0.0101,
  "score_difference": -0.125
}
```

**Analyst Review**

Every context has the following outputs, one file each for feature analysis, outlier ensemble and list of nearest neighbors. Additionally, a summary log is provided that aggregate the data across all contexts into two summary statistics. The first is an uncertainty metric that measures the extent to which the classifiers are consistent in the outlier scores assigned to the core record. This is calculated as the gap between the highest and lowest assigned outlier scores. As an example of the most anomalous model score was from the isolation forest with a score of 0.90 and the lowest was from HDBSCAN with 0.05 the outlier gap is 0.85. The maximum gap would be a score of 1.0, in this instance a score of 0.85 indicates a large amount of uncertainty within the ensemble.

\[
\text{Outlier Score Gap} = (\text{Largest outlier score}) - (\text{Smallest Outlier Score})
\]
\[
= (\text{Isolation Forest (0.90)}) - ((\text{HDBSCAN 0.05}))
\]
\[
= 0.85
\]

The second measure is a summary score that can be used to give a high-level overview of how anomalous the record is across all contexts and outlier algorithms. This score is calculated as the average amount of standard deviation the core record has for each feature multiplied by the average outlier score assigned to the core record. The absolute values are used for the standard deviations as the system does not differentiate between being above or below the average. As an example, a record with standard deviations including 0.9, 1.3, 0.5 and 0.8 would average to 0.875, the outlier ensemble with scores of 0.90, 0.50 and 0.05 would average to 0.483. When multiplied the resulting score is 0.422.

\[
\text{Summary Score} = (\text{Average Standard Deviation}) \times (\text{Average Outlier Score})
\]
\[
= (\text{average (0.90 + ... + 0.8)}) \times (\text{average (0.90 + 0.50 + 0.05)})
\]
\[
= (0.875) \times (0.483)
\]
\[
= (0.422)
\]
USE CASES

Analyzing Outlier Score Distributions

As seen in Figure 4, the dashboard is divided into five main components: the service results selection (3A), the feature analysis and outlier ensemble data tables (3B, 3D), and nearest neighbor scatterplots (3C), and the nearest neighbors data table (3E). All of these groups are connected together in a single linked visualization dashboard. Every view (graph) used in the dashboard supports brushing and linking of the views on the same set of data. A change to one view will change the selection in the other linked views so that when one graph is filtered the other graphs are updated accordingly.

**Service Results Selection**

This area is where the analyst will choose from all the records that have been run through the service. Once a record has been chosen the analyst then chooses which context to examine and can compare between the various contexts. As seen in Figure 5, the data table lists the main features of the network flow as well as the average feature standard deviation, the average of the assigned outlier scores as well as the outlier gap and summary score calculations.

An analyst may wish to examine instances where there is a large gap between the outlier scores assigned by the components of the ensemble. This gap between the most confident and least confident anomaly detectors can indicate interesting scenarios where an ensemble was unsure of the extent to which the record was an outlier and could be a good candidate for enhanced review by the analyst.

Figure 4. Dashboard overview

![Dashboard Overview](image)

Figure 5. Service results table

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>175.45.176.0</td>
<td>149.171.126.10</td>
<td>80</td>
<td>61069</td>
<td>0.2709</td>
<td>0.0873</td>
<td>0.1525</td>
<td>0.0182</td>
</tr>
<tr>
<td>175.45.176.0</td>
<td>149.171.126.17</td>
<td>36918</td>
<td>80</td>
<td>0.9087</td>
<td>0.0426</td>
<td>0.434</td>
<td>0.0387</td>
</tr>
<tr>
<td>175.45.176.0</td>
<td>149.171.126.17</td>
<td>32994</td>
<td>53</td>
<td>0.5302</td>
<td>0.0933</td>
<td>0.134</td>
<td>0.0494</td>
</tr>
</tbody>
</table>

Content Select: Source IP, Dest IP, Application, Time
To examine these records more closely one can use the outlier gap score and the summary score computed by the service.

**Feature Analysis**

As seen in Figure 6, this section shows the output of the feature analysis and outlier ensembles for the chosen context. On the left side is a data table with a row for each feature analyzed. At the bottom of this section is a histogram that is used to display in detail the distribution of specific features. By default, the feature in which the core record is most considered anomalous is chosen but any feature can be swapped by selecting it in the data table. The right side of Figure 4 displays the output of outlier scores from each model in the outlier ensemble used with the service. Just as with the features, every model can be represented as a histogram that shows the distribution of outlier scores with anomaly rating on the x-axis from least anomalous (0) to most (1) and the y-axis plots the amount of records matching each bin. The histograms have adjustable bin sizes to identify different levels of distribution in the features.

Using the histograms, the analyst can filter the context to take all records matching a specific subset of a feature. This can be done by brushing over specific ranges in the feature histograms. For example, the analyst may select the records with a high amount of source packet counts. Taking slices of the histogram selects the threshold value, where scores outside this range are filtered out. As an example, the analyst may wish to identify all the nearest neighbors that are also marked as likely to be outliers by taking the values with high outlier scores and seeing how the feature distribution histograms change.

**Visualizing Network Flow Neighborhoods**

**Nearest Neighbor Data Table**

The nearest neighbor data table lists the details of every record part of the nearest neighbors. Every column can be sorted by selecting the column header, with multiple column sorting also supported. Each column can also be filtered using regular expressions for more precise filtering requirements.

In addition to the base contexts generated from the service, the analyst can build their own custom contexts using the linked visualizations in the interactive dashboard. Using regular expressions in the nearest neighbor data table, the analyst may wish to sort by a specific host or application during a certain time period, thereby creating their own custom sub context within the currently selected context. For example, while browsing the source address context they may apply a filter for a specific port to further narrow in on interesting traffic and are now viewing traffic from the same application on the same source device. As seen in Figure 7 the second column has been sorted using the IP address subnet 149.171.126 meaning any address starting with these digits is displayed. Additionally, the data is also filtered according to the destination port of 80 in the fourth column so only HTTP traffic has been selected.

![Figure 6. Feature analysis and outlier ensemble result tables](image-url)
Dimension Reduction Scatterplots

Figure 8 contains scatterplots that displays all of the nearest neighbors of the core record dataset. With this dashboard the authors use dimension reduction as a tool used to represent high dimensional datasets in a format that can be displayed in two dimensional scatterplots. Using the t-SNE dimension reduction algorithm, the three scatterplots depict a two-dimensional representation of the original full dimensional data. The scatterplots show the data reduced to three dimensions with each graph plotting the different combinations of the three dimensions. The scales are arbitrary with the importance being the relative distances between points. The proximity of points is a correlation to their similarity in the full dimension set meaning that points close to each other have more in common than points that are a further distance apart.

The scatterplot supports brushing where the analyst can drag a box over the scatterplot to select points. The dataset will be filtered down to the points within the drawn box. Records can be examined in groups or as individual records. Grouping data points allows one to build contexts that can be compared to one another to identify subsets of the data that exhibit similar patterns. To select the most similar records one selects a range surrounding the core record as a draggable box onto the scatterplot. Now only those records within the bounds visually set by the drawn box are part of the selection. All other records have been filtered out of the working set. By brushing over different clusters, the similarities in their features are visible in the histograms found in the other linked views. Finding the nearest neighbors of the core record allows the analyst to quickly resolve this record as well as quickly assess if any similar instances exist.

The core record is the point that has been circled. Using these scatterplots the analyst can determine how similar the record is to the rest of the context. In Figure 8 the record is separated from the rest of the group in all three dimensions. This means that the record is overall different than the majority of the records. As these scatterplots are using reduced dimensions this is a high-level overview of the similarity, providing the analyst a big picture view of the relationship between the core record and the rest of the network.

Anomalous Feature Scatterplots

In contrast to the dimension’s reduction scatterplots, the scatterplots in Figure 9 display specific features on the axis. The features can be chosen by the analyst or automatically filled by selecting the features that the core record has the farthest distance from the mean of the feature. In this example the scatterplots display the three combinations of source packet count, destination packet count and source byte count. The core record is the point that has been circled. Using these scatterplots, the analyst can determine how similar the record is to the rest of the context according to these features. This allows an analyst to understand what makes this record anomalous by visually seeing how separated the record is from the rest of the records.
Figure 8. Dimension reduction scatterplots

Figure 9. Feature scatterplots
EVALUATION

Network Flow Data Set

In this work the authors are using the UNSW-NB15 Dataset (Moustafa & Slay, 2015; Moustafa & Slay, 2016) to show how the system would work. This is a network flow dataset from The University of New South Wales with the cyber security research group at the Australian Centre for Cyber Security (ACCS). The traffic was generated from a network simulator combined with a synthetic attack generator. The records were formed from raw packet captures (pcaps) which then was sorted into netflows. It has 49 features per record including the standard netflow entries (matching IP, ports and protocol between devices) and extra crafted features from Bro-IDS and custom C# scripts. The attack classes are analysis, backdoor, DoS, exploits, fuzzers, generic, reconnaissance, shellcode and worms. More details about data collection, features and classes can be found in (Moustafa & Slay, 2015; Moustafa & Slay, 2016).

Performance Metrics

Classification results can be placed into four categories based on whether the predicted class matches the true class. True positives and negatives are the ideal results while false positives and negatives represent false alarms and missed attacks.

- True Positive (TP) - Both the predicted class by our classifier and the true label are positive. In our context the positive class is attack traffic, so this represents a successfully identified attack.
- True Negative (TN) - Both the predicted class by our classifier and the true label are negative. In our context the negative class is regular traffic, so this represents a traffic that has been properly interpreted as normal.
- False Positive (FP) - The classifier has incorrectly assigned the positive (attack) class to a record that is actually part of the negative (normal) class. This represents false alarms that have incorrectly triggered as an attack.
- False Negative (FN) - The classifier has incorrectly assigned the negative (normal) class to a record that is actually part of the positive (attack) class. This represents attacks that have evaded detection.

The proposed service is compared against evaluation done by the authors of the NB15 dataset (Moustafa & Slay, 2016). The metrics used for evaluation are accuracy and false positive rate. Accuracy is the simplest metric and is the fraction of correct results over all records. This is true positives and true negatives divided by all of the records. False Positive Rate (FPR) is the percentage of normal traffic that was classified as an attack. Also known as the inverse to “specificity”. This is calculated as the false positives divided by the false positives and true negatives.

\[
\text{Accuracy} = \frac{TP+TN}{TP+TN+FP+FN} \\
\text{FPR} = \frac{FP}{FP+TN}
\]

As seen in Figure 10, the results of the service proposed in this work is compared with existing algorithms. The first five rows show the test run by the dataset authors on the highest rated classifier for each machine learning type tested dataset (Moustafa & Slay, 2016). The last row compares our service on the same dataset. The proposed service is within the performance range for the accuracy and false positive rate of existing approaches. This demonstrates that our service can provide extra context to network flows without a trade off in detection accuracy or an increase in false positives.
Limitations and Future Work

This service-oriented architecture is intended to be used as an additional component of an existing intrusion detection system and not as a complete standalone solution. The use of this service is very processing intensive and therefore is not to be used on every network record. It is important for analysts to have clearly defined priorities that will be used as decision criteria for which data is to be processed using the architecture. Responsiveness of the dashboard slows considerably when using a large amount of records in the scatterplots. This limits the scalability of the scatterplot to scale of thousands however this design limitation is mitigated by focusing the use of the scatterplot only on the nearest neighbors of the selected record.

In future iterations of this service architecture the authors plan to further explore the guidance provided by the system. Since the experience of each analyst can vary greatly as well as the overall context and objective at the time, additional future work includes a system that will offer different levels of guidance. For example, a ML novice may be given a more automated result with the system determining the best results for their needs. Those with greater experience may opt to have the system simply present some of the best options and allow the analyst to manually inspect each approach on their own to come to their own conclusion as to the best approach. Future work also includes doing performance evaluations on the various components to determine which contexts, ML algorithms, ensemble normalization and combination functions and features provide the best detection rates as well as analyst comprehension.

CONCLUSION

This paper proposes a service architecture that helps to provide a way to better interpret outlier scores for the purposes of network intrusion detection. This is done by taking network flows and building contexts around them by matching specific features of the dataset with the feature values of the individual network flow record. These data subsets are then run through feature distribution analysis, a nearest neighbor algorithm and an ensemble of unsupervised outlier detection algorithms to provide a deep explanation as to how specific records are considered anomalous.

The authors then provide an example implementation of this service in the form of a linked visualization dashboard using the UNSW-NB15 network flow dataset. The dashboard combines the results in data tables, histograms and scatterplots to visually represent the results to the analyst. The results of the service can be sorted using the calculated summary score and outlier gap metrics. This provides the analyst a quick method of prioritizing the service analysis. With a service output selected the analyst can then compare the feature analysis and outlier algorithms from the various contexts and display these in histograms to analyze the distributions. A data table provides information on all of the nearest neighbors allowing the analyst to address these similar instances as well.

Scatterplots are used to visually depict the separation of the core record from the rest of the data in the contexts. Dimension reduction scatterplots display the data as represented in three compressed dimensions. This provides an overall approximation of record similarity. For more detailed differences
the scatterplots display specific features that are anomalous for the core record. These graphs provide visual insight as to how the core record can be considered an outlier. Using this service architecture an analyst can assess network flows using a wide variety of machine learning approaches and using the dashboard application, can combine this with visualizations to better understand outlier scores.
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