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**EVOLUTION OF THE ISOLUMINANCE CONTOURS MODEL**

Visualization software applications were introduced to enable the sheer volume of data produced by computers worldwide to be viewed in picture form. Visualization makes it easier for the human visual system to pick up trends, patterns, and relationships in the data. The first wave of these applications typically generated simple two-dimensional line graphs, bar charts, and pie charts on expensive graphics workstations.

The second generation enabled three-dimensional images, with single data points typically denoted by dots or crosses, as shown in Figure 1. Axes lines or boxes enclosing the data were typically displayed. The whole image could then be rotated with the data points to give some indication of their orientation to each other. Since the majority of computers were not fast enough to perform the rotation in real-time, there was often some confusion in the picture’s interpretation.

Graphics software applications became available, such as OpenGL or DirectX, containing functions for creating simple solid objects such as cubes, cylinders, cones, and spheres, and researchers could now attempt their own visualization. Most of these graphical applications were based on the polyhedral representation and did not provide any control over the number of patches representing each solid. Being able to animate the data points in real-time enhances trends and relationships in the data that are not easily identified in a still image. Since time is crucial in animation, representing solids with the minimum number of patches is of utmost importance.

The Isoluminance Contour model (IC model) was introduced in 1980 (Cottingham, 1981) as a means of representing these simple solids. It provides realistic results that far outweigh those produced using traditional methods, and in a fraction of the time. The amount of data used to generate an image can be easily adapted to suit each frame making real-time animation possible even on slow PCs.

**Generating Images Using Traditional Graphics Techniques**

Traditional graphics techniques adopt a divide-and-conquer approach to rendering solid objects. Each solid’s surface is subdivided into planar patches that are generated one-by-one to produce the image while balancing speed with realism.

**Storage Considerations**

Each surface patch consists of four edges, each defined by two vertices specified in three-dimensional space. Topological information defines how edges and vertices are connected. Because surface patches from the simple solids form complete rows and columns, the topology can be implied by the order of storage using the Compressed Data Structure (CDS) (Cottingham, 1985; 1987).

Figure 2 shows a sphere represented by 640 facets, stored in 41 rows of 17 columns and generated by drawing lines to connect vertices stored at adjacent columns and rows. This is termed a wire frame drawing.

For speed, wire-frame drawings with only the edges of patches drawn are often used for quick previewing, but these do not provide much realism. At the next level, patches are flat shaded by calling a polygon fill function. However, in general, only triangular surfaces patches are guaranteed to be planar, so it is common practice for surface patches to be triangulated in an attempt to im-
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prove the degree of realism—this doubles the number of patches. Figure 3 shows a sphere defined by 11 rows and 21 columns of vertices that specify 400 triangular patches or 400 quadrilateral patches.

Isoluminance Contour Model (IC Model)

The Isoluminance Contour (IC) model takes an entirely different approach by representing solids by planar contours that are defined by a collection of perimeter points. Points that share the same orientation to the light source are chosen, therefore, they all share the same constant chromaticity. To generate a contour, the illumination model needs to be called only once before calling a polygon fill function. Contours are rendered in depth order. For speed, you can also simply apply linearly spaced chromaticity values without calling an illumination model at all and select one that achieves the required effect.

Using the Isoluminance Contour model, each contour is defined by a single row of vertices from the CDS array, so there is no need to connect vertices from adjoining rows. Figure 4 shows the planar contours drawn as a wire-frame image and Figure 5 shows the planar contours filled with color.

Using the IC model, hidden surface elimination is automatically performed by generating contours in depth order (Painter’s algorithm). The illumination model can be minimized to deciding on a range of color values and evaluating a contour’s color according to its distance from the light source. For optimum realism, a complex illumination model can be applied. This would achieve results indistinguishable to those produced using ray casting. Ray casting is considered to give the highest degree of realism of all the traditional rendering techniques available. It generates images pixel by pixel and is renowned for the vast amounts of CPU time it consumes. However, the Isoluminance Contour Model produces identical results, give or take a pixel, yet can produce images in a fraction of the time taken to produce even wire-frame.

Comparison of Image Generation Speeds

Table 1 compares the CPU cycles taken to perform a single image containing a thousand spheres using traditional rendering methods on polyhedra with equivalent images produced using the IC model. For this comparison, each sphere was defined by 1250 patches—25 circular planes defined by 50 vertices, and the image was generated on a slow Pentium 400 PC. Although different hardware configurations will yield different results, the relative proportions of these times will remain constant.

For wire-frame drawings, all the edges for the polyhedral representation were drawn, displaying mainly quad-