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ABSTRACT

The Message Passing Interface (MPI) was published as a standard in 1992. Since then, many implementations have been developed. The MPICH library is one of the most well-known and freely available implementations. These libraries allow for the simplification of parallel computing on clusters and parallel machines. The system provides the developer with an easy-to-use set of functions for point-to-point and global communications. The details of how the actual communication takes place are hidden from the programmers, allowing them to focus on the domain-specific problem at hand. Communication between nodes on such systems is carried out via high-speed cabled interconnects (Gigabit Ethernet and upwards). The world of mobile computing, especially mobile phones, is now a ubiquitous technology. Mobile devices do not have any facility to allow for connections using traditional high-speed cabling; therefore, it is necessary to make use of wireless communication mechanisms to achieve interdevice communication. The majority of medium- to high-end phones are Bluetooth-enabled as standard, allowing for wireless communication to take place. The Mobile Message Passing Interface (MMPI) provides the developer with an intuitive set of functions to allow for communications between nodes (mobile phones) across a Bluetooth network. This chapter looks at the MMPI library and how it may be used for parallel computing on mobile phones (Smartphones).
INTRODUCTION

Bluetooth technology (IEEE 802.15.1) is all around us in the modern age, and it is expected that it will remain so for the foreseeable future. Its use has become so widespread that it would now be difficult to take a walk in any city or town without seeing somebody having a conversation via a hands-free Bluetooth-enabled kit. This gives credence to the estimate that there are well over two billion Bluetooth-enabled devices in the world today. This technology can be seen in everything from hi-fi speaker systems and cars to wireless keyboards and mice. Such applications are usually limited to the simplest type of Bluetooth network that can be formed: a point-to-point interconnect. Bluetooth itself allows far more complex network types to be formed, such as the Piconet (a star network topology) and the Scatternet (a collection of two or more Piconets interconnected by a common node [bridge]).

Why are the more complex network forms far less commonplace? Application development is one key factor affecting the use of these more complex forms. Most of today’s mobile devices feature a Java Virtual Machine (JVM) as standard. This ubiquitous use of JVMs and the ease of application deployment makes the development of Java-based MIDlets one of the most attractive platforms to work on. One major factor that has made Java Bluetooth-based applications less appealing to software development companies is economics. When creating a MIDlet, one of the primary aims is that the application/game is capable of running on as many devices as possible, thereby allowing the product to be exposed to a sufficiently large market segment. Many such applications are designed and built so they can execute in MIDP 1.0 environments, ensuring that if the mobile device is Java-enabled, it should be capable of running the application. Even though one may think that if an application is developed as a Java MIDlet it should be capable of running on all devices with a compatible JVM, this could not be any farther from the truth. At present, there is a myriad of different mobile devices on the market, many having different screen resolutions, bit depth, keypad layouts, reliances on vendor-specific APIs, and so forth. This has given rise to a huge area of porting applications to run on the maximum number of devices possible.

In the case of Macrospace’s Dragon Island (Nokia, 2004), 69 versions of the game had to be developed in five languages, totaling 345 different builds of the game. This gives rise to substantial costs and complexity of maintenance. Another reason Bluetooth applications are not readily developed is due to the amount of Bluetooth-specific code that is required to be written for each individual application.

Some Bluetooth-enabled Java applications exist but are generally of a limited number. The MMPI library is one solution to the removal of the need to write reams and reams of Bluetooth-specific code, as well as simplifying the program development process. This chapter discusses in depth the details behind the MMPI library, showing how a fully interconnected mesh network may be formed and how a developer may use the library to achieve parallel computation across a network of mobile devices such as phones.

BACKGROUND

The Bluetooth wireless communications system was named after Harald Blatand (Bluetooth) who was king of Denmark from about 958 A.D. to 968 A.D. He was renowned for getting people to talk, and thus his name was given to the technology. Sevn Mattisson and Jaap Haartsen working at Ericsson Mobile Platforms, Sweden, in 1994, developed the original specification. Formalized by the Bluetooth Special Interest Group (SIG) in 1998, it is now a standard form of wireless communications the world over. It is divided into three classifications pertaining to the maximum permitted power and effective range. Class two-
