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ABSTRACT
This chapter provides a comparative study between recent operating systems, designed for embedded systems. Our study focuses, in particular, on systems designed for Multiprocessors implementations called MPSoC. An OS can be seen as abstract layer or an interface between the embedded application and the underlying hardware. In this chapter, we give a comparative study of main operating systems used in embedded systems. The originality of this chapter is that we specially focus on the OS ability to be optimized to support and manage a multiprocessor architecture. A multiprocessor system-on-chip is software driven and mastering the development complexity of the software part of MPSoC, is the key to reduce developing time factor. This opportunity could be reached through the use of a document giving a detailed description and analysis for criteria related to MPSoC. The wide diversity of existing operating systems, the huge complexity to develop an application specific or a general purpose, and the aggressive evolution of embedded systems makes the development of such a system a so difficult task. These considerations lead to the realization that a work that provides guidance for the MPSoC designers will be very beneficial for these communities.

INTRODUCTION
This chapter presents the basic services that an embedded OS should provide and gives a comparative study between recent operating systems designed for embedded systems. Our study focuses, in particular, on those designed for Multiprocessors implementations called MPSoC. The originality of this work is that we specially focus on the OS ability to be optimized to support and manage a multiprocessor architecture.

A multiprocessor system-on-chip is software driven and mastering the development complexity of the software part of MPSoC is the key to reduce developing time factor. This opportunity could be reached through the use of a document
Choosing the Optimized OS for an MPSoC Embedded System
giving a detailed description and analysis for
criteria related to MPSoC.

Basically, embedded system developers for
MPSoC, start by defining the specification of
their application and then turn to OS available on
the market. If one of them gives good response
to their application requirements, the selected
OS will be chosen. Otherwise, developers may
opt to develop a specific one. The hard work, in
the first case, is to find a detailed and objective
comparative study between existing OS to decide
which one suits their application needs. Many
studies may be found giving comparison between
existing OS, but, the comparison should be based
on today available OS and take into account new
application requirements (QoS, Performance,
energy consumption, memory footprint, parallel
programming, multiprocessor management, etc.).

If no existing OS suits the application require-
ments, designers may opt to develop their own
OS. In this case, the developed OS will contain the
only needed services. This chapter details basic
services that a minimal OS should have.

This chapter is structured as follows: Section II
provides a number of definitions and descriptions
that will help the reader to better understand the
rest of this chapter. Section III presents the OS
structure, Section IV presents the OS functions
and services and section V presents a survey of
existing operating systems that target embedded
systems.

EMBEDDED SYSTEMS,
RTOS AND SOC

Through this chapter, some concepts such as
embedded systems, real-time systems, SoC, recur
very frequently. It is useful to provide a number
of definitions and descriptions that will help the
reader to better understand the rest of this chapter.

A System (Hardware and Software) is con-
sidered embedded if it is a sub-component of a
larger system and is used to receive events from
and monitor that system, using special hardware
devices.

A system is said to be on Chip if an entire
embedded system is integrated in the same chip.
These on chip systems (SoC: System on a Chip)
need a specific design flow taking into account
the limited space constraints, and the high speed
transmission context. With classic systems, the
hardware is already designed when designing the
software part. In contrast, in SoC, the two parts
are often designed in parallel in order to choose
the best hardware function fitting the software
requirements.

A real-time system is a system whose per-
formance depends not only on the values of its
outputs, but also on the time at which these values
are produced. A real-time system can be defined
also as one in which the correctness of the computa-
tions depends not only on the logical correctness
of the computation but also on the time at which
the result is produced. If the timing constraints of
the system are not met, system failure is said to
have occurred. The most important feature for a
real-time system is not speed, but how much the
individual timing constraints of each task are sat-
ished. We can distinguish hard real-time and soft
real-time applications. In hard real time, there is
no value of computation if it is late. The activities
of the system must be completed on time. A soft
real-time system can tolerate some late answers.
It is important to note that in classic applications,
we don’t account for how late a computation is
completed. A real-time operating system (RTOS)
is an operating system able to provide a required
service in a bounded response time.

OS STRUCTURE

An embedded OS is composed of five main lay-
ers: OS-API, Basic OS, Communication Layer,
HALL-API and HALL.
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