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ABSTRACT

Mobile systems offer the possibility of delivering software services that tightly match user needs, thanks to their availability right at the moment and place where they are needed, and their ability to take advantage of local resources and self-adapt to their environment of use. Alas, writing software for mobile systems is not an easy endeavour. Mobile software construction imposes a number challenges that render existing programming technology insufficient to write such software conveniently. To improve this situation, the authors have taken a language engineering approach. In this chapter they identify the main challenges encountered in mobile software construction and the requirements that rise in the design of programming languages. By way of illustration, the authors present the result of their language engineering experiments — four programming models to ease the construction of software that can cope gracefully with the challenges brought about by mobility.

INTRODUCTION

Hardware technology is ripe for the construction of mobile applications that run ubiquitously, foster peer-to-peer communication and seamlessly adapt their services to changing environments. With respect to these contemporary hardware phenomena, we observe that programming technology is lagging behind in enabling the construction of applications that naturally support concurrency, decentralised and unreliable distribution, context-awareness and dynamic self-adaptability. These
aspects are key to fully exploiting the potential that will set mobile systems apart from traditional desktop and server systems. To consolidate the emerging field of mobile software engineering, new programming languages, methodologies and development tools need to be co-designed. In this chapter we concentrate on one piece of the puzzle, namely language engineering for mobile applications. We give a rendition of the experience we have gathered so far in shaping the design space of mobile languages, and describe possible designs along our two principal axes of expertise: Ambient-Oriented Programming (AmOP) (Dedecker et al., 2006; Van Cutsen et al., 2007; Vallejos et al., 2009) and Context-Oriented Programming (COP) (Costanza, 2008; González et al., 2008). AmOP languages ease the construction of software deployed in mobile ad hoc networks because they provide dedicated language features that help the programmer in dealing with the hardware characteristics inherent to those networks. Example features include connections that tolerate temporary network failures (required because of the volatility of wireless network links) and primitives to spontaneously discover nearby services in the local network. COP languages ease the construction of adaptive applications by providing features to support context-dependent behavioural variations. COP treats context explicitly, and provides mechanisms to dynamically adapt application behaviour in reaction to changes in context at run time. The context encompasses all computationally accessible information that describes the current situation, such as device location, battery charge level, and user activity. We use the most representative languages we have developed – AmbientTalk, Ambience, ContextL and Lambic – as case studies on language design, highlighting their strong points and discussing their pitfalls by way of illustration.

CHALLENGES IN MOBILE LANGUAGE ENGINEERING

The hardware properties of the devices constituting a mobile network engender a number of phenomena that have to be dealt with when constructing mobile software. Next we summarise these phenomena, which are inherent to mobile networks and which shape the design space of mobile programming languages.

Volatile Connections

Mobile devices featuring wireless connectivity possess only a limited communication range, such that two communicating devices may move out of earshot unannounced. The resulting disconnections are not always permanent: the two devices may meet again, requiring their connection to be re-established. Quite often, such transient network partitions should not affect an application, allowing both parties to continue their collaboration where they left off. These more frequent transient disconnections expose applications to a much higher rate of partial failure than that for which most distributed languages have been designed. In mobile networks, disconnections become so omnipresent that they should be considered the rule, rather than an exceptional case.

Zero Infrastructure

In a mobile network, devices that offer services spontaneously join and leave the network. Moreover, a mobile ad hoc network is often not manually administered. As a result, in contrast to stationary networks where applications usually know where to find collaborating services via URLs or similar designators, applications in mobile networks have to find their required services dynamically in the
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